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INTRODUCTION- 

Interactive debugging uses debugger tools which allow an program's execution to be processed 

one step at a time and to be paused to inspect or alter its state. Subroutines or function calls may 

typically be executed at full speed and paused again upon return to their caller, or themselves 

single stepped, or any mixture of these options. Setpoints may be installed which permit full 

speed execution of code that is not suspected to be faulty, and then stop at a point that is. Putting 

a setpoint immediately after the end of a program loop is a convenient way to evaluate repeating 

code. Watchpoints are commonly available, where execution can proceed until a particular 

variable changes, and catchpoints which cause the debugger to stop for certain kinds of program 

events, such as exceptions or the loading of a shared library. 

 

 

 debugging or tracing is the act of watching (live or recorded) trace statements, or print 

statements, that indicate the flow of execution of a process and the data progression. Tracing 

can be done with specialized tools (like with GDB's trace) or by insertion of trace statements 

into the source code. The latter is sometimes called printf debugging, due to the use of 

the printf function in C. This kind of debugging was turned on by the command TRON in the 

original versions of the novice-oriented BASIC programming language. TRON stood for, 

"Trace On." TRON caused the line numbers of each BASIC command line to print as the 

program ran. 

 Activity tracing is like tracing (above), but rather than following program execution one 

instruction or function at a time, follows program activity based on the overall amount of 

time spent by the processor/CPU executing particular segments of code. This is typically 

presented as a fraction of the program's execution time spent processing instructions within 

defined memory addresses (machine code programs) or certain program modules (high level 

language or compiled programs). If the program being debugged is shown to be spending an 

inordinate fraction of its execution time within traced areas, this could indicate misallocation 

https://en.wikipedia.org/wiki/Tracing_(software)
https://en.wikipedia.org/wiki/Printf
https://en.wikipedia.org/wiki/BASIC
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of processor time caused by faulty program logic, or at least inefficient allocation of 

processor time that could benefit from optimization efforts. 

 Remote debugging is the process of debugging a program running on a system different from 

the debugger. To start remote debugging, a debugger connects to a remote system over a 

communications link such as a local area network. The debugger can then control the 

execution of the program on the remote system and retrieve information about its state. 

 Post-mortem debugging is debugging of the program after it has already crashed. Related 

techniques often include various tracing techniques like examining log files, outputting a call 

stack on the crash,
[8]

 and analysis of memory dump (or core dump) of the crashed process. 

The dump of the process could be obtained automatically by the system (for example, when 

the process has terminated due to an unhandled exception), or by a programmer-inserted 

instruction, or manually by the interactive user. 

 "Wolf fence" algorithm: Edward Gauss described this simple but very useful and now 

famous algorithm in a 1982 article for Communications of the ACM as follows: "There's one 

wolf in Alaska; how do you find it? First build a fence down the middle of the state, wait for 

the wolf to howl, determine which side of the fence it is on. Repeat process on that side only, 

until you get to the point where you can see the wolf."
[9]

 This is implemented e.g. in 

the Git version control system as the command git bisect, which uses the above algorithm to 

determine which commit introduced a particular bug. 

 Record and replay debugging is the technique of creating a program execution recording 

(e.g. using Mozilla's free rr debugging tool; enabling reversible debugging/execution), which 

can be replayed and interactively debugged. Useful for remote debugging and debugging 

intermittent, non-determinstic, and other hard-to-reproduce defects. 

 Time travel debugging is the process of stepping back in time through source code (e.g. 

using Undo LiveRecorder) to understand what is happening during execution of a computer 

program; to allow users to interact with the program; to change the history if desired and to 

watch how the program responds. 

 Delta Debugging – a technique of automating test case simplification.
[10]: p.123 

 

 Saff Squeeze – a technique of isolating failure within the test using progressive inlining of 

parts of the failing test.
[11][12]

 

 Causality tracking: There are techniques to track the cause effect chains in the 

computation.
[13]

 Those techniques can be tailored for specific bugs, such as null pointer 

dereferences.
[14]

 

  

Automatic bug fixing[edit] 

 

Automatic bug-fixing is the automatic repair of software bugs without the intervention of a 

human programmer.
[15][16]

 It is also commonly referred to as automatic patch 

generation, automatic bug repair, or automatic program repair.
[17]

 The typical goal of such 

techniques is to automatically generate correct patches to eliminate bugs in software 

programs without causing software regression.
[18]
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Debugging for embedded systems 

In contrast to the general purpose computer software design environment, a primary 

characteristic of embedded environments is the sheer number of different platforms available to 

the developers (CPU architectures, vendors, operating systems, and their variants). Embedded 

systems are, by definition, not general-purpose designs: they are typically developed for a single 

task (or small range of tasks), and the platform is chosen specifically to optimize that application. 

Not only does this fact make life tough for embedded system developers, it also makes 

debugging and testing of these systems harder as well, since different debugging tools are needed 

for different platforms. 

Despite the challenge of heterogeneity mentioned above, some debuggers have been developed 

commercially as well as research prototypes. Examples of commercial solutions come 

from Green Hills Software,
[19]

 Lauterbach GmbH
[20]

 and Microchip's MPLAB-ICD (for in-circuit 

debugger). Two examples of research prototype tools are Aveksha
[21]

 and Flocklab.
[22]

 They all 

leverage a functionality available on low-cost embedded processors, an On-Chip Debug Module 

(OCDM), whose signals are exposed through a standard JTAG interface. They are benchmarked 

based on how much change to the application is needed and the rate of events that they can keep 

up with. 

In addition to the typical task of identifying bugs in the system, embedded system debugging 

also seeks to collect information about the operating states of the system that may then be used to 

analyze the system: to find ways to boost its performance or to optimize other important 

characteristics (e.g. energy consumption, reliability, real-time response, etc.). 

Anti-debugging 

Anti-debugging is "the implementation of one or more techniques within computer code that 

hinders attempts at reverse engineering or debugging a target process".
[23]

 It is actively used by 

recognized publishers in copy-protection schemas, but is also used by malware to complicate its 

detection and elimination.
[24]

 Techniques used in anti-debugging include: 

 API-based: check for the existence of a debugger using system information 

 Exception-based: check to see if exceptions are interfered with 

 Process and thread blocks: check whether process and thread blocks have been manipulated 

 Modified code: check for code modifications made by a debugger handling software 

breakpoints 

 Hardware- and register-based: check for hardware breakpoints and CPU registers 

 Timing and latency: check the time taken for the execution of instructions 

 Detecting and penalizing debugger
[24]

 

An early example of anti-debugging existed in early versions of Microsoft Word which, if a 

debugger was detected, produced a message that said, "The tree of evil bears bitter fruit. Now 

trashing program disk.", after which it caused the floppy disk drive to emit alarming noises with 

the intent of scaring the user away from attempting it again.
[25][26]
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